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1 Introduction

1.1 Precautions

1.2 Preprocessing

1.3 Setup

We attempted to implement an automatic weakness detection pipeline by using a multitude of tools. The
software used includes:

� solc: Using solc-select we select the correct solc version and compile the associated *.sol file. This
way we gather compiler hints and warnings.

� Mythril:

� teEther: A tool we found in the last research step of this seminar, teether is a dynamic analysis tool
for smart contracts. It is unfortunately hardly documented and has been unmaintained for several
years. We were unable to generate usable results with it.

� Slither: A highly useful tool that offers a large static analysis toolkit for solidity, it not only allows the
extraction of contract data like storage layouts but also automatic scanning for common weaknesses.
Although it did not seem to be able to detect SWC-124, the storage layout functionality was used
extensively by our team.

2 Exploit Creation

2.1 extra short recap of weakness definitions

SWC-124 attempts to use the underlying mechanisms that govern dynamic array allocation to determinis-
tically overwrite arbitrary data in smart contracts. An analogous weakness can be created by employing
unchecked assembly instructions, although this is a less common attack vector due to its unusual structure.

2.2 exploit idea(s)

The workflow of determining the vulnerability of a given contract is straight forward and follows the gen-
eral approach of automatic detection mechanisms from our last paper. Since SWC-124 requires the pres-
ence of very specific code, it is relatively easy to exclude non-vulnerable contracts. Namely any contract
without dynamic arrays or raw assembly including a SSTORE instruction can immediately be considered
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non-vulnerable. The presence of dynamic arrays can be determined using slither –print variable-order.
A sample output looks as follows:

$slither cans.sol --print variable-order

Cans:

+----------------------------+----------------------------------------------+------+--------+

| Name | Type | Slot | Offset |

+----------------------------+----------------------------------------------+------+--------+

| ERC1155._balances | mapping(address => uint32[7]) | 0 | 0 |

| ERC1155.tokens | uint256[] | 1 | 0 |

| ERC1155._operatorApprovals | mapping(address => mapping(address => bool)) | 2 | 0 |

| ERC1155._uri | string | 3 | 0 |

| Ownable._owner | address | 4 | 0 |

| Functional._reentryKey | bool | 4 | 20 |

| Cans.START_TIME | uint256 | 5 | 0 |

| Cans.END_TIME | uint256 | 6 | 0 |

| Cans.amountClaimed | uint8[9998] | 7 | 0 |

| Cans.CLAIM_ENABLED | bool | 320 | 0 |

| Cans.soda | SODAContract | 320 | 1 |

| Cans.SODA_CONTRACT | address | 321 | 0 |

| Cans.baseURI | string | 322 | 0 |

+----------------------------+----------------------------------------------+------+--------+

In this example the ERC1155.tokens array is the only potential weakess present. We would then look
for the presence of what-where writes to this array in order to confirm the potential presence of SWC-124.
What-where writes are of the form

someArray[where] = what;

and are a necessary code snippet for SWC-124. If such an instruction is present, we then attempt to reverse
engineer a sequence of inputs to trigger the exploit, or formulate a reason why we believe this not to be
possible.

3 Results

3.1 vulnerable contracts

None.

3.2 non-exploitable contracts

Solidity files that contained no contracts:

� AuctionLib.sol

� LibRegion.sol

� LToken.sol

Contracts that were discarded due to the non-presence of dynamic arrays or assembly using SSTORE:

� DCU.sol

2



� ERC20 Asset Pool.sol

� FacelessNFT.sol

� GElasticTokenManager.sol

� GoldToken.sol

� GovernmentAlpha.sol

� HedgeSwap.sol

� HermesImplementation.sol

� IMETACoin223Token 13.sol

� UniswapV3PoolAdapter.sol

� UserDeposit.sol

� WPCMainnetBridge.sol

3.3 undecidable contracts

3.4 optionally fixes

4 Discussion

4.1 conclusions

4.2 lessons learned: what works, what doesn’t

4.3 open challenges
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